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Abstract

The Supply Chain (SC) organizational structure and related management policies are crucial factors that can be adjusted to improve the SC performance, and tested through simulations. To facilitate the design of these simulations, we have proposed an agent-based methodological framework for SC modelling, taking into account observables of different levels of details and related to these SC organizational aspects. This paper describes an agent-based software architecture, based on a mediator, enacting this methodological framework at a software level, to allow SC organisational-oriented simulation. This architecture can be seen as the interaction between different simulation platforms.
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1. Introduction

The Supply Chain (SC) domain raises numerous conceptual and architectural challenges. Because of its complexity, developing SC simulation-based decision support systems implies a heavy workload. Simulation aims to experiment and understand (in a controlled environment) the economic, human and environmental consequences of decisions related to the design and the organization and the management policies of production facilities. Multi-agent or Agent Based Simulation (ABS) contribution to SC studies is well established [5] [23] [15]. As autonomous entities with the ability to perform their functions without the need for continuous interaction from the user, agents are used for design and/or simulation of complex systems. ABS also allows focusing on the behaviours of the various SC's actors.

The Supply Chain (SC) organizational structure and related management policies are a central factor that can be adjusted to improve the SC performance, which consequently has to be taken into account in the SC modelling and simulation. However, most of the related various research works does not allow to study the efficiency of organizational related decisions. Such a study supposes to: i) describe the SC organization; ii) model and simulate the behaviours and decisions of its actors and iii) implement these decisions and exhibit their local and global effects on the SC, iv) support each of these steps with specific conceptual and software support.

The global objective of the present research is to give a focus on the impact of a SC’s organizational structure performance by providing a methodological framework which ranges from domain model analysis to running the simulation. In line with our previous works [14] on SC simulation, and in order to consider these organizational aspects of the SC, we have proposed a specific agent-based methodological framework [16] allowing, from modelling to simulation, the production of observables at different levels of details related to a SC organization. This framework aims to facilitate the realization of the SC simulation with gradual processes. It begins by defining the needs of the user prior to arriving to the implementation of the system while satisfying the initial requirements. This methodological framework relies on a software architecture adapted to the needs of SC simulation, such as heterogeneous simulation software environments integration.

This paper proposes an agent based software architecture that supports the simulation of supply chains in operation, taking into account its organizational structure and allowing the study of the impacts of this organization, based on a methodological framework. This architecture can be seen as the interaction between different simulation platforms.

Section 2 exposes our research problematic, which concerns modelling and simulation (M&S) of SC with their organizational aspects. In section 3, we briefly present our organizational-oriented methodological framework that takes into account SC’s organizational aspects, with models at a conceptual and operational abstraction level. Then in section 4, we detail the agent-based software architecture in line with the proposed methodological framework, to simulate SC’s organizational aspects. This architecture is instantiated on an illustrative example. Finally, we conclude by drawing the future step of our research.
2. Agents and Organisation Oriented SC Modelling and Simulation

Agent Based Simulation (ABS) allows the understanding of various dynamic models, as composed of entities with different complexity levels (from very simple entities or reactive agents to more complex ones such as deliberative agents). Another interest of ABS is the ability offered to the modeller to manipulate different levels of representations, such as individuals and groups of individuals. Agent-based modelling allows capturing of the dynamic nature of SCs and facilitates the study of numerous resources coordination associated with the interaction of multiple companies [15].

Agent based SC simulation is now frequently used, but few researchers have proposed a general framework to support both the design and the realization of the SC simulation. Among those, the MASCF methodology (Multi-Agent Supply Chain Framework) [11] adapts the SCOR model to a structured generic methodology for multi-agent system development (Gaia). However, the organizational modelling is based on a management of a process metaphor that underrates the organizational structure. A more general study of agent oriented software engineering methodologies (among those rare holonic compliant methods), undertaken in order to find conceptual and operational solutions, has confirmed that organizational issues were to be added to the actor approach [14]. Methods like GAIA [27], CRIO [10], MOISE+ [13] or Luis Antonio work [1], provide only a part of the solution for the required objectives.

Almost all the previously referred approaches use the notion of roles in order to promote the flexibility of the design process, even with different abstraction or hierarchical levels. As an abstract view of the distributed organization, roles can be combined and associated to agents’ specific architecture: from complex information processing units (i.e. with deliberating capacities) to more simple programmable units (reactive agents or state-machine like automata).

As the structure of the studied systems pre-exists, the description of the organization must be included from the beginning of the modelling approach, in order to propose the best suitable observables of its components. The group and the holon concepts meet this requirement. Finally, cooperative behaviours are needed to reproduce cooperation situation in a “real” SC, as well as a way to deal with disrupting events, adding adaptability to the SC [24]. The deliberative/reactive agent architecture results directly from the needs of validating such cooperative behaviours [14].

Moreover, in order to complete or reduce the M&S process, previous experimentations can be reused by exploiting “black-box” simulations already implemented (i.e COTS - Components On the Shelves) in more “classical” modelling language and dedicated simulation environment. The final simulation must deal with deliberative agents, reactive agents and other simulations involving different time horizons. Time synchronization then becomes a hard requirement to be identified at the modelling phase and eventually controlled at the software level (and maintained at the intermediate translation steps).

Observables that have to be taken into account are SC data and information on on-going decision processes, which need to be highlighted in the simulation results. Therefore, the main goal is to reproduce the SC behaviour according to the level of details required to produce the user desired observables. The observables represent simple or aggregated (at different hierarchical levels) values or indicators describing the states of the SC entities or performance, as well as physical or decision processes (scheduling plans, stock management strategies, etc.) and their consequences (performance evaluation of their outcomes on the SC). An indicator is usually defined as selected information associated with a phenomenon and designed to observe periodic changes by the light of objectives. Therefore, it is a quantitative data that characterizes an evolving situation (an action or consequences of an action) in order to evaluate and to compare their status at different dates [16].

Another objective of the presented work is to propose software architecture to execute the obtained simulation models. In order to achieve this objective, we consider the following requirements (at a functional or software level) which have to be met [8] [10] [14] [25]: Multi-level modelling, Multi-scale simulation, Multi-paradigm modelling, Managing different temporal scale, and Openness to modelling or simulation legacy software [16]. Due to the SC nature and its simulation requirements, specific distributed software architecture is needed. Two main approaches are possible:

- Propose a generic (homogeneous) agent based architecture (with a dedicated modelling language) [10] [12] that requires either modelling from scratch or translation of the models into a new/other simulation environment; resulting in both case in development cost rise (time and expertise). Moreover, modelling decision process requires AI-like (Artificial Intelligence) behaviours hindering such approach [6].

- Coordinate separate simulations (particularly when different paradigms are used) through interoperability mechanisms and protocols as HLA (High Level Architecture) [17] that provide a more open approach to integrate previous simulations. Some agent-Based HLA implementation has been proposed, but HLA architecture has suffered some critics about its complexity and performance (level of data exchange). [2] as well as imposing significant modification in the simulators architectures.
The solution, proposed in this paper, is to combine these two approaches, by using an organizational oriented individual-based modelling approach that is simple enough to be related to the domain-dedicated modelling language, and also by producing models which afterward can be translated into other modelling paradigm and simulation language. The simulation of this model is ensured by an agent-based framework coupling distributed simulations potentially implemented in different environments (as in [8] in an environmental decision support context), while respecting the temporal and data dependencies between all the simulations.

This paper focuses on the software architecture, but in order to apprehend the global simulation process, next section presents briefly our methodological framework.

3. A Methodological Framework for SC Organizational Aspects M&S

The complexity of SC modelling and simulation process as well as implementation support, lead us to propose a modelling approach based on an incremental process, relying upon models with gradual increasing details. The real system is firstly represented by a domain model of SCs (e.g. a NetMan model as in [14], an UEML model -Unified Enterprise Modelling Language - etc.) to represent the organizational aspects. We propose a structured organization-oriented methodological framework according to two main abstraction levels: a conceptual and an operational level. Using the domain model provided by the domain expert, a simulation model is built step by step. The conceptual level proposes concepts and models helping to grasp the complexity of the SC and its simulation objectives, whereas the operational level prepares the implementation of the simulation model including software integration issues. The different models and the transition to agent-oriented M&S in our methodological framework are presented in Figure 1 (refer to [16] for more details).

The Conceptual Organizational Modelling engages through a dialogue between the domain expert and an agent-knowledgeable modeller. An actor model is produced by identifying the active entities and their organization from the domain model according to the role concept. The modeller has to translate/abstract the domain model into a Conceptual Organizational Modelling based on (hierarchical) levels, actors, roles and groups named Conceptual Role Organizational Model (CROM). This stage highlights the organizational structure of the SC as well as the structural and dynamic relations between the entities composing this SC. Then, a conceptual agent-based model is produced on the basis of observables which the user needs to obtain from the simulation building up the route toward the implementation of the simulation. This model is transposed into the agent world (at a conceptual level) concluding the phase of "specification" with a multi-agent and organization model named Conceptual Agent Organizational Model (CAOM) ready to be described at an architectural and software design level.

The important key of this step is to precisely identify the agents defined at the conceptual level in order to develop them adequately at the operational level. The Operational and Organizational Modelling provides a solution to implement an executable system to perform simulations based on the previous conceptual models. This step involves the choice of agent architectures, depending on the complexity of the behaviours needed to be simulated. This process is guided by the observables selected earlier by the domain expert.

The software designer details the CAOM by associating a conceptual agent with a software agent architecture (e.g. BDI - Believe, Desire, Intention - [20]) and specifying their behaviours (e.g. an UML - “Unified Modelling Language” - activity diagram for a reactive agent) and interactions (e.g. A UML - “Agent Unified Modelling Language” - sequence diagram [18]), resulting in an OPerational Agent Model (OPAM). The implementation of these models in a simulation(s) environment results in an ABS system which can be executed. The refining process currently follows ad hoc rules. As experience with the models increase rule generalisation can be defined and then automated through model transformation engines.

![Figure 1. Methodological framework cycle](image)

In [14] the observables, potentially related to the organizational structure of the real system, are not described in the design model. They are only mentioned in the multi-agent system model, i.e. only one step before implementation. As they may induce different
simulation needs, it is necessary to describe them earlier in the modelling process (at a conceptual and operational level). Moreover, as observables can describes phenomena at different level of the SC (an actor state or activity, a group of actors i.e. a production cell or a company, a cooperation process…), the organisation modelled can be studied along different points of view and modelled according to these observables.

A second objective of our work is to propose a software model that is adequately open to different software platforms in order to facilitate the translation process (model to implementation) as well as reuse the previous simulation models. In the next section, we present the proposed general software architecture for modelling and simulation.

4. An Agent-based Software Architecture for SC Organizational Aspects Simulation

The simulation of the operational model, produced after several stages of models refinement, assumes the existence of a software infrastructure that supports heterogeneous simulation models. In addition, it should ensure the integrity of the distributed simulation (of two or more software environments) while providing the desired simulation data (observable). In this section, firstly we present what requirements rise up from these objectives, before introducing the general architecture of an agent and the organizational oriented simulator.

4.1. Architectural requirements

This section addresses simulations integration and interoperability issues, viewed as the management of data and event dependencies between simulators. Considering the complexity of such task, we combine different integration approach: FIPA (Foundation of Intelligent Physical Agents) specifications on agent-based software integration [9], HLA specification on distributed simulation integration [7], in order to redefine initial ad-hoc Agent simulation architecture [14].

FIPA proposes to agentify software services in order to separate the discovery and selection of services from the actual service call. Interaction protocols are defined to support the chain of actions that agents follow to track and execute software distributed over an open environment. It is a general software integration approach which, however, does not deal with data sharing and time synchronization at a conceptual or software level.

HLA, an IEEE standard, is totally dedicated to distributed simulation management. As an integration specification, HLA does not propose a software implementation or consider the internal structure of Simulators (Federate). Its reckoning by the simulation community has resulted in numerous implementation and adaptation to different application domain, including SC simulation [17]. A Distributed Simulation is seen as a Federation of Simulators, coordinated by a central unit - the RTI (Real Time Infrastructure) – exchanging data and instantiating an Object Modelling Template (OMT) in respect with simulation rules which maintain the integrity of the global simulation (data format, time synchronization, events causality chain…).

Labarthe’s architecture couples an agent-based simulation - simulating decision-making processes - with Anylogic (www.sjtek.com) a Discrete Event Simulation Software - simulating SC resources i.e. the SC physical system. Coupling is ensured by an agent scheduler who routes events from the physical systems to the decision system. As the simulation clock is used in the Anylogic models, simulation is driven by Anylogic. Additionally, organization structures are not explicitly described, and simulation data is centralized in Anylogic.

Our approach to SC simulation considers heterogeneity of agent behaviour as the consequences of the domain which expert observable choices and not necessarily the nature of the SC entities. Thus the simulation deals with heterogeneous complex behaviour which the simulation framework must integrate.

4.2. Software Architecture for Modeling and Simulation (SAMOS)

As a first step toward generalization, we have considered two simulation environments integrated through a mediator. The basic idea was to identify and isolate the simulation function which ensures the simulators integration. As shown in fig.2; the architecture is designed to be the more open to other simulators as possible with a mediator used to facilitate the interactions between them. However, while keeping in mind such objectives, we have chosen to test our propositions by beginning with two “specialized” simulation environments. SAMOS is thus currently composed of i) the JASON platform; ii) the JADE platforms and iii) a mediator.

The JASON platform is adapted to the development of BDI (ie deliberative) agents [3] [4]. It is an extended interpreter [25] of AgentSpeak [19] a BDI programming language allowing complex behaviour modelling. The JADE platform (Java Agent Development Framework) [22] is also a FIPA compliant Agent Oriented Software Engineering tool implemented in Java. It proposes a framework for agent management (agent directories, communication management …). Agent internal structure is open and left mostly to the programmer initiative. The mediator see [22] supports the simulations integration by proposing generic services the more independently as possible of the simulators architecture.

JASON is used to implement and simulate decision-making processes, whereas JADE deals with simple agent behaviours. Agents from both environments must
According to the complexity degree of their behaviours, agents interact in SAMOS either by exchanging rich content message or by sending signals. As deliberative agents may conduct negotiation or coordination processes, the consequent interaction must be described and carried out by interaction protocols with AUML interaction diagram. As FIPA Agent Communication Language (ACL) has been chosen, message is structured in order to qualify semantically each bits of information exchanged (i.e. intent of the message, protocols required...). Reactive agents can interact directly by emitting signals (or events) - i.e. message with limited content (e.g. “machine breakdown”) - or indirectly by modifying the state of objects defining their environment (e.g. status of the product manufactured). The Communication management module delivers these messages and translates them to a suitable format understandable by another simulation environment if necessary. This module is composed, in SAMOS, of directory agents responsible for keeping and spreading the information about the agents (name, address, capabilities). The Interoperability Management module then may have to translate this message at the software level (for ex., call the adequate API function which may generate an event in the other simulator). Table 2 summarizes different types of agents and their roles in SAMOS, some of them are provided by the JADE Platform.

### Table 1. Services description

<table>
<thead>
<tr>
<th>Services</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Agents Management</td>
<td>Classical agent life-cycle management, this module manages the birth and death of agents, …</td>
</tr>
<tr>
<td>Communication management</td>
<td>Also a basic service in Multi-Agents Systems, this module manage the agent directories (address and capabilities), as well as the logical routing of messages or events.</td>
</tr>
<tr>
<td>Organizational Model Management</td>
<td>This module manages the organization dynamics: group creation, subscribing and unsubscribing to groups…</td>
</tr>
<tr>
<td>Interoperability management</td>
<td>Responsible at the software level for interactions between simulations. It can rely on APIs to route physically message, events, data between the simulators, or clock synchronization signals.</td>
</tr>
<tr>
<td>Time Management</td>
<td>Ensures time is managed coherently in the simulators. Depending on the time management strategy it controls the execution of the simulator (for ex., pause a simulator while response is computed in another simulator).</td>
</tr>
<tr>
<td>Indicator Management</td>
<td>The aim is to produce the indicators characterizing the observable defined in the conceptual modeling of the supply chain studied.</td>
</tr>
</tbody>
</table>

### Table 2. Agents description

<table>
<thead>
<tr>
<th>Agent</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>AMS Agent Management System</td>
<td>Manage agent life cycle, as well as “white pages” directory, i.e. the list of the agents name and their communication address.</td>
</tr>
<tr>
<td>DF - Directory Facilitator</td>
<td>Provide a “Yellow Page” service as it record agents roles, capabilities and may answer request for another agent directory needs.</td>
</tr>
<tr>
<td>ACC - Agent Communication Channel</td>
<td>Routes messages from an agent to another, independently of the platform of both agents. Implements for this purpose the IIO protocol.</td>
</tr>
<tr>
<td>IAg Indicator Agent</td>
<td>Is associated to an indicator: it provides computational facilities to produce the value of aggregated indicators. Thus it agenitizes the observables identified in the conceptual models. Indicator agents are also categorized depending of the type of indicator they represent (Activity, Productivity, Quality…).</td>
</tr>
<tr>
<td>DSA Data Source Agent</td>
<td>Centralizes the source of data in a group of agents, an Indicator Agent is needed for exploiting its values. Also responsible for finding the agents that have the required information. Then, it regroups and sends these data to the right Indicator Agent.</td>
</tr>
<tr>
<td>GMA Group Manager Agent</td>
<td>Manages a group i.e. allows an agent to play a role in the group, as well as represent the agents in the group for specific requests. For ex., if an IAg needs a particular type of data, the Group Manager will identify the agents producing that data.</td>
</tr>
</tbody>
</table>

### Figure 2. SAMOS General Architecture

The mediator role in the integration process is synthesized into five services presented in Table 1:

- **Agents Management**: Responsible for keeping and spreading the information about the agents (name, address, capabilities).
- **Communication management**: Ensures time is managed coherently in the simulators. Depending on the time management strategy it controls the execution of the simulator (for ex., pause a simulator while response is computed in another simulator).
- **Interoperability management**: Responsible at the software level for interactions between simulations. It can rely on APIs to route physically message, events, data between the simulators, or clock synchronization signals.
- **Organizational Model Management**: This module manages the organization dynamics: group creation, subscribing and unsubscribing to groups.
- **Time Management**: Ensures time is managed coherently in the simulators. Depending on the time management strategy it controls the execution of the simulator (for ex., pause a simulator while response is computed in another simulator).

### 4.3. Agent modelling and interoperability

Current SAMOS environment contains several type of agents: i) **Deliberative agent**, developed in JASON, implements SC decision-making processes i.e. SC entities whose behaviours produce complex observables; ii) **Reactive agents**, developed in JADE, implementing basic behaviours; and iii) **Service agents**, i.e. agents not directly concerned by the simulation models but supporting the simulation process.
Next section illustrates how a simulation can be conducted within the SAMOS architecture.

5. An illustrative architecture of SC and simulation

5.1. An illustrative SAMOS implementation

Figure 3 illustrates a software architecture supporting our methodological and “simulation-related” requirements. As exposed in the previous section, this SAMOS implementation contains Jade Agents, JASON agents and a mediator in charge of their interaction.

The “simulation model” agents seen in this figures, results from applying our methodological approach ie progressive translation of the CROM and CAOM models of the case study presented in [16]. It is composed of 2 groups describing a simplified SC organisation structure. Communication between JASON and JADE agents is done through messages. Therefore, a mediator layer (denoted Kernel) ensures the communication link between different platforms (“physical” interoperability is simulated in this case as both are FIPA compliant environment). Please note, that the mediator is presently developed as a group of specialised agents.

![Figure 3. Architecture (Platforms: JASON and JADE, Mediator)](image)

The role of each agent (either simulation-related or service-oriented) is explained in fig 4 (cf. appendix). This figure (edited for readability improvement) shows the exchange of message between these agents traced during a simple simulation. The simulation scenario (message – 1 to 22) begins with an initialization phase consisting in agents’ requesting to play roles in groups to dedicated managers (repertories, group manager – “agent questionnaire” in fig. 4 - …).

Once registered, the simulation begins (numbers in parenthesis refers to fig.4 message number).

1- Supplier Agent: This agent needs some goods in a certain quantity triggering the SC dynamics to fulfill this need. Firstly it sends a order message (23) to the agent ‘production_manager’.

2- Production Manager Agent: Upon receiving Supplier Agent message, checks available space with agent stock1 (26). If available space can hold the products ordered, production process starts. A command is sent to Material Stock Agent (28) to deliver all necessary materials to Production agents and Stock1 Agent is informed to expect deliveries. In case Stock1 has no space available, production process is terminated.

3- Production Agent 1, 2 and 3: These agents receive materials from agent Material Stock (31-38), produce all product parts and deliver them to agent Stock1 (40-43).

4- Indicator Agent: collects information from agents to compute quality, cost…. This process is done through a Data Source Agent (44, 49), which gathers data from other agents (e.g. 46).

These communication flows result from the conceptual models, i.e. they describe a business process, as well as how the software architecture enacts these flows considering the software environment in which these agents evolves.

6. Conclusion

In an agent-based SC simulation context, we have presented an organizational oriented methodological framework, for modelling and simulation of Supply Chain organizational aspects. It allows highlighting observables of different level of details while reproducing the SC behaviour according to the desired observables. This methodological framework is structured according to a conceptual and an operational abstraction levels. At the conceptual level, the modelling is based on a Conceptual Role Organizational Model (CROM), which is refined into a Conceptual Agent Organizational Model (CAOM). The operational level, modelling is mainly based on the Operational Agent Model (OPAM).

In this paper, we have focused on the proposal of an open software architecture supporting the transformation of the conceptual model into an operational model by generalizing the previous “hard wired” architecture [9] inspired by previous agent-based integration framework [3]. This architecture can be seen as the interaction between different simulation platforms. We have shown how different types of agents - deliberative and reactive agents - can interact during simulation as well as the role of some service agents (group manager, indicator and DataSource Agent) supporting this simulation. Development is currently based on the interaction between the JADE platform (for the reactive agent) and the JASON environment (for the deliberative agent).

As the modelling cycle relies on model refinement, based on particular simulation objectives, models can not be totally reused. However, because agents constitutes...
models sub-components, their behaviours may be reused and thus quicken simulation development. As development is still in progress, agents architecture are to be improved (in term of genericity) and then used to simulate a more complex SC case study already defined.
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7. Appendix: Communication between the agents (JASON and JADE)

Figure 4. Simulation trace with interaction between Simulation agents and Service agents